#4 Artificial Intelligence Lab

# Aim - Implementation of unification and resolution for real world problems.

# Code –

# import copy

# import time

# class Parameter:

# variable\_count = 1

# def \_\_init\_\_(self, name=None):

# if name:

# self.type = "Constant"

# self.name = name

# else:

# self.type = "Variable"

# self.name = "v" + str(Parameter.variable\_count)

# Parameter.variable\_count += 1

# def isConstant(self):

# return self.type == "Constant"

# def unify(self, type\_, name):

# self.type = type\_

# self.name = name

# def \_\_eq\_\_(self, other):

# return self.name == other.name

# def \_\_str\_\_(self):

# return self.name

# class Predicate:

# def \_\_init\_\_(self, name, params):

# self.name = name

# self.params = params

# def \_\_eq\_\_(self, other):

# return self.name == other.name and all(a == b for a, b in zip(self.params, other.params))

# def \_\_str\_\_(self):

# return self.name + "(" + ",".join(str(x) for x in self.params) + ")"

# def getNegatedPredicate(self):

# return Predicate(negatePredicate(self.name), self.params)

# class Sentence:

# sentence\_count = 0

# def \_\_init\_\_(self, string):

# self.sentence\_index = Sentence.sentence\_count

# Sentence.sentence\_count += 1

# self.predicates = []

# self.variable\_map = {}

# local = {}

# for predicate in string.split("|"):

# name = predicate[:predicate.find("(")]

# params = []

# for param in predicate[predicate.find("(") + 1: predicate.find(")")].split(","):

# if param[0].islower():

# if param not in local: # Variable

# local[param] = Parameter()

# self.variable\_map[local[param].name] = local[param]

# new\_param = local[param]

# else:

# new\_param = Parameter(param)

# self.variable\_map[param] = new\_param

# params.append(new\_param)

# self.predicates.append(Predicate(name, params))

# def getPredicates(self):

# return [predicate.name for predicate in self.predicates]

# def findPredicates(self, name):

# return [predicate for predicate in self.predicates if predicate.name == name]

# def removePredicate(self, predicate):

# self.predicates.remove(predicate)

# for key, val in self.variable\_map.items():

# if not val:

# self.variable\_map.pop(key)

# def containsVariable(self):

# return any(not param.isConstant() for param in self.variable\_map.values())

# def \_\_eq\_\_(self, other):

# if len(self.predicates) == 1 and self.predicates[0] == other:

# return True

# return False

# def \_\_str\_\_(self):

# return "".join([str(predicate) for predicate in self.predicates])

# class KB:

# def \_\_init\_\_(self, inputSentences):

# self.inputSentences = [x.replace(" ", "") for x in inputSentences]

# self.sentences = []

# self.sentence\_map = {}

# def prepareKB(self):

# self.convertSentencesToCNF()

# for sentence\_string in self.inputSentences:

# sentence = Sentence(sentence\_string)

# for predicate in sentence.getPredicates():

# self.sentence\_map[predicate] = self.sentence\_map.get(predicate, []) + [sentence]

# def convertSentencesToCNF(self):

# for sentenceIdx in range(len(self.inputSentences)):

# if "=>" in self.inputSentences[sentenceIdx]: # Do negation of the Premise and add them as literal

# self.inputSentences[sentenceIdx] = negateAntecedent(self.inputSentences[sentenceIdx])

# def askQueries(self, queryList):

# results = []

# for query in queryList:

# negatedQuery = Sentence(negatePredicate(query.replace(" ", "")))

# negatedPredicate = negatedQuery.predicates[0]

# prev\_sentence\_map = copy.deepcopy(self.sentence\_map)

# self.sentence\_map[negatedPredicate.name] = self.sentence\_map.get(negatedPredicate.name, []) + [negatedQuery]

# self.timeLimit = time.time() + 40

# try:

# result = self.resolve([negatedPredicate], [False]\*(len(self.inputSentences) + 1))

# except:

# result = False

# self.sentence\_map = prev\_sentence\_map

# if result:

# results.append("TRUE")

# else:

# results.append("FALSE")

# return results

# def resolve(self, queryStack, visited, depth=0):

# if time.time() > self.timeLimit:

# raise Exception

# if queryStack:

# query = queryStack.pop(-1)

# negatedQuery = query.getNegatedPredicate()

# queryPredicateName = negatedQuery.name

# if queryPredicateName not in self.sentence\_map:

# return False

# else:

# queryPredicate = negatedQuery

# for kb\_sentence in self.sentence\_map[queryPredicateName]:

# if not visited[kb\_sentence.sentence\_index]:

# for kbPredicate in kb\_sentence.findPredicates(queryPredicateName):

# canUnify, substitution = performUnification(copy.deepcopy(queryPredicate), copy.deepcopy(kbPredicate))

# if canUnify:

# newSentence = copy.deepcopy(kb\_sentence)

# newSentence.removePredicate(kbPredicate)

# newQueryStack = copy.deepcopy(queryStack)

# if substitution:

# for old, new in substitution.items():

# if old in newSentence.variable\_map:

# parameter = newSentence.variable\_map[old]

# newSentence.variable\_map.pop(old)

# parameter.unify("Variable" if new[0].islower() else "Constant", new)

# newSentence.variable\_map[new] = parameter

# for predicate in newQueryStack:

# for index, param in enumerate(predicate.params):

# if param.name in substitution:

# new = substitution[param.name]

# predicate.params[index].unify("Variable" if new[0].islower() else "Constant", new)

# for predicate in newSentence.predicates:

# newQueryStack.append(predicate)

# new\_visited = copy.deepcopy(visited)

# if kb\_sentence.containsVariable() and len(kb\_sentence.predicates) > 1:

# new\_visited[kb\_sentence.sentence\_index] = True

# if self.resolve(newQueryStack, new\_visited, depth + 1):

# return True

# return False

# return True

# def performUnification(queryPredicate, kbPredicate):

# substitution = {}

# if queryPredicate == kbPredicate:

# return True, {}

# else:

# for query, kb in zip(queryPredicate.params, kbPredicate.params):

# if query == kb:

# continue

# if kb.isConstant():

# if not query.isConstant():

# if query.name not in substitution:

# substitution[query.name] = kb.name

# elif substitution[query.name] != kb.name:

# return False, {}

# query.unify("Constant", kb.name)

# else:

# return False, {}

# else:

# if not query.isConstant():

# if kb.name not in substitution:

# substitution[kb.name] = query.name

# elif substitution[kb.name] != query.name:

# return False, {}

# kb.unify("Variable", query.name)

# else:

# if kb.name not in substitution:

# substitution[kb.name] = query.name

# elif substitution[kb.name] != query.name:

# return False, {}

# return True, substitution

# def negatePredicate(predicate):

# return predicate[1:] if predicate[0] == "~" else "~" + predicate

# def negateAntecedent(sentence):

# antecedent = sentence[:sentence.find("=>")]

# premise = []

# for predicate in antecedent.split("&"):

# premise.append(negatePredicate(predicate))

# premise.append(sentence[sentence.find("=>") + 2:])

# return "|".join(premise)

# def getInput(filename):

# with open(filename, "r") as file:

# noOfQueries = int(file.readline().strip())

# inputQueries = [file.readline().strip() for \_ in range(noOfQueries)]

# noOfSentences = int(file.readline().strip())

# inputSentences = [file.readline().strip() for \_ in range(noOfSentences)]

# return inputQueries, inputSentences

# def printOutput(filename, results):

# print(results)

# with open(filename, "w") as file:

# for line in results:

# file.write(line)

# file.write("\n")

# file.close()

# if \_\_name\_\_ == '\_\_main\_\_':

# inputQueries\_, inputSentences\_ = getInput("input7.txt")

# knowledgeBase = KB(inputSentences\_)

# knowledgeBase.prepareKB()

# results\_ = knowledgeBase.askQueries(inputQueries\_)

# printOutput("output.txt", results\_)
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![](data:image/png;base64,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)

Output –

![](data:image/png;base64,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)

![](data:image/png;base64,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)